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**1.Implementation Of Singly Linked List**

**Algorithm:**

**STEP 1:**Define a structure to represent a node in the linked list. Each node should contain a data field to hold the value and a pointer field to point to the next node.

**STEP 2:**Write a function to create a new node with a given data value. This function should allocate memory for the node, set its data field, and initialize its next pointer to NULL.

**STEP 3:**Write a function to insert a new node at the beginning of the linked list. This function should take the address of the head pointer and the data value to be inserted. It should create a new node, set its next pointer to the current head, and update the head pointer to point to the new node.

**STEP 4:**Write a function to insert a new node at the end of the linked list. This function should traverse the list until it reaches the last node, then create a new node with the given data value and add it after the last node.

**STEP 5**: Write a function to delete a node with a given data value from the linked list. This function should handle cases where the node to be deleted is the first node, an intermediate node, or the last node in the list.

**STEP 6**: Write a function to search for a given data value in the linked list. This function should traverse the list, comparing each node's data value with the target value until it finds a match or reaches the end of the list.

**STEP 7:**Write a function to traverse the entire linked list and print its elements. This function should start from the head node and iterate through each node, printing its data value until it reaches the end of the list.

**STEP 8:stop**

**Program:**

#include <stdio.h>

#include<malloc.h>

void createfnode(int ele);

void insertfront(int ele);

void insertend(int ele);

void display();

struct node

{

    int data;

    struct node\* next;

};

struct node\* head = NULL;

struct node \*newnode;

void insertfront(int ele)

 {

 newnode=(struct node\*)malloc(sizeof(struct node));

 if(newnode!=NULL)

 { newnode->data=ele;

     if(head!=NULL)

     {

        newnode->next=head;

        head=newnode;

     }

     else

     {

         newnode->next=NULL;

         head=newnode;

     }

  }

  }

   void insertend(int ele)

  {

    newnode=(struct node\*)malloc(sizeof(struct node));

    if(newnode!=NULL)

    {

        newnode->data=ele;

        newnode->next=NULL;

     if(head!=NULL)

     {

         struct node \*t;

         t=head;

         while(t->next!=NULL)

         {

             t=t->next;

         }

        newnode->next=NULL;

        t->next=newnode;

     }

     else

     {

         head=newnode;

     }

  }

  }

  int listsize()

  {

      int c=0;

      struct node \*t;

      t=head;

      while(t!=NULL)

      {

          c=c+1;

          t=t->next;

      }

      printf("\n The size of the list is %d:\n",c);

      return c;

  }

  void insertpos(int ele,int pos)

  {

     int ls=0;

     ls=listsize();

     if(head == NULL && (pos <= 0 || pos > 1))

    {

        printf("\nInvalid position to insert a node\n");

        return;

    }

    if(head != NULL && (pos <= 0 || pos > ls))

    {

        printf("\nInvalid position to insert a node\n");

        return;

    }

     struct node\* newnode = NULL;

   newnode=(struct node\*)malloc(sizeof(struct node));

    if(newnode != NULL)

    {

        newnode->data=ele;

        struct node\* temp = head;

        int count = 1;

        while(count < pos-1)

        {

            temp = temp -> next;

            count += 1;

        }

        if(pos == 1)

        {

            newnode->next = head;

            head = newnode;

        }

        else

        {

            newnode->next = temp->next;

            temp->next = newnode;

        }

    }

}

void findnext(int s)

{

    struct node \*temp;

    temp=head;

    if(temp==NULL&&temp->next==NULL)

    {

        printf("No next element ");

    }

    else

    {

        while(temp->data!=s)

        {

            temp=temp->next;

        }

                printf("\nNext Element of %d is %d\n",s,temp->next->data);

    }

}

void findprev(int s)

{

    struct node \*temp;

    temp=head;

    if(temp==NULL)

    {

        printf("List is empty ");

    }

    else

    {

        while(temp->next->data!=s)

        {

            temp=temp->next;

          }

          printf("\n The previous ele of %d is %d\n",s,temp->data);

    }

}

void find(int s)

{

    struct node \*temp;

    temp=head;

    if(head==NULL)

    {

        printf("\n List is empty");

    }

    else

    {

            while(temp->data!=s && temp->next!=NULL)

            {

                temp=temp->next;

            }

            if(temp!=NULL && temp->data==s)

            {

      printf("\n Searching ele %d is present in the addr of %p",temp->data,temp);

    }

    else

    {

        printf("\n Searching elem %d is not present",s);

    }

}

}

void isempty()

{

    if(head==NULL)

    {

        printf("\nList is empty\n");

    }

    else

    {

        printf("\nList is not empty\n");

    }

}

void deleteAtBeginning()

{

    struct node \*t;

      t=head;

      head=t->next;

}

void deleteAtEnd()

{

    struct node \*temp;

    temp=head;

    if(head==NULL)

    {

        printf("\n List is empty");

    }

    else

    {

            while(temp->next->next!=NULL)

            {

                temp=temp->next;

            }

           temp->next=NULL;

    }

}

  void display()

  {

      struct node \*t;

      t=head;

      while(t!=NULL)

      {

          printf("%d\t",t->data);

          t=t->next;

      }

  }

  void delete(int ele)

{

    struct node \*t;

    t=head;

    if(t->data==ele)

    {

        head=t->next;

    }

    else

    {

    while(t->next->data!=ele)

    {

        t=t->next;

    }

    t->next=t->next->next;

 }

}

int main()

{

    do

    {

    int ch,a,pos;

    printf("\n Choose any one operation that you would like to perform\n");

    printf("\n 1.Insert the element at the beginning");

    printf("\n 2.Insert the element at the end");

    printf("\n 3. To insert at the specified position");

    printf("\n 4. To view list");

    printf("\n 5.To view list size");

    printf("\n 6.To delete first element");

    printf("\n 7.To delete last element");

    printf("\n 8.To find next element");

    printf("\n 9. To find previous element");

    printf("\n 10. To find search for an element");

    printf("\n 11. To quit");

    printf("\n Enter your choice\n");

    scanf("%d",&ch);

        switch(ch)

        {

        case 1:

        printf("\n Insert an element to be inserted at the beginning\n");

        scanf("%d",&a);

        insertfront(a);

        break;

        case 2:

         printf("\n Insert an element to be inserted at the End\n");

        scanf("%d",&a);

        insertend(a);

        break;

        case 3:

         printf("\n Insert an element and the position to insert in the list\n");

        scanf("%d%d",&a,&pos);

        insertpos(a,pos);

        break;

        case 4:

        display();

        break;

        case 5:

        listsize();

        break;

        case 6:

        printf("\n Delete an element to be in the beginning\n");

        deleteAtBeginning();

        break;

        case 7:

        printf("\n Delete an element to be at the end\n");

        deleteAtEnd();

        break;

        case  8:

        printf("\n enter the element to which you need to find next ele in the list\n");;

        scanf("%d",&a);

        findnext(a);

        break;

        case 9:

        printf("\n enter the element to which you need to find prevele in the list\n");;

        scanf("%d",&a);

        findprev(a);

        break;

        case 10:

        printf("\n enter the element to find the address of it\n");;

        scanf("%d",&a);

        find(a);

        break;

        case 11:

        printf("Ended");

           exit(0);

        default:

        printf("Invalid option is chosen so the process is quit");

        }

    }while(1);

 return 0;

}

**Output:**
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**2.Implementation of doubly linked list**

**Algorithm:**

**Step1: start**

**Step 2:** Specify the structure of a list node.

**Step 3** :Declare a variable to maintain track of the list's head node.

**Step 4**:Create a new node by implementing a function.

**Step5:**Create a function to add a new node to the list.

**Step6:**Create a function to remove a node from the list.

**Step7**:stop

**Program:**

#include<stdio.h>  
#include<stdlib.h>  
struct node  
{  
        struct node \*prev;  
        int data;  
        struct node \*next;  
};  
struct node \*createnode(int data)  
{  
        struct node \*newnode=malloc(sizeof(struct node));  
        newnode->prev=NULL;  
        newnode->data=data;  
        newnode->next=NULL;  
        return newnode;  
}  
struct node \*addToBeginning(struct node \*head,int data)  
{  
        struct node \*newnode=createnode(data);  
        if(head!=NULL)  
        {  
                head->prev=head;  
        }  
        newnode->next=head;  
        return newnode;  
}  
struct node \*addToEnd(struct node \*head,int data)  
{  
        struct node \*newnode=createnode(data);  
        if(head==NULL)  
        {  
                return newnode;  
        }  
        struct node \*temp=head;  
        while(temp->next!=NULL)  
        {  
                temp=temp->next;  
        }  
        temp->next=newnode;  
        newnode->prev=temp;  
        return head;  
}  
struct node \*addToMiddle(struct node \*head,intpos,int data)  
{  
        if(head==NULL||pos<=0)  
        {  
                printf("Invalid position\n");  
                return head;  
        }  
        struct node \*newnode=createnode(data);  
        struct node \*temp=head;  
        while(pos>1 && temp->next!=NULL)  
        {  
                temp=temp->next;  
                pos--;  
        }  
        newnode->next=temp->next;  
        newnode->prev=temp;  
        if(temp->next!=NULL)  
        {  
                temp->next->prev=newnode;  
        }

 temp->next=newnode;  
        return head;  
}  
struct node \*deleteFromBeginning(struct node \*head)  
{  
        if(head==NULL)  
        {  
                printf("List is empty\n");  
                return NULL;  
        }  
        struct node \*temp=head;  
        head=head->next;  
        if(head!=NULL)  
        {  
                head->prev=NULL;  
        }  
        free(temp);  
        return head;  
}  
struct node \*deleteFromEnd(struct node \*head)  
{  
        if(head==NULL)  
        {  
                printf("List is empty\n");  
                return NULL;  
        }  
        struct node \*temp=head;  
        while(temp->next!=NULL)  
        {  
                temp=temp->next;  
        }  
        if(temp->prev!=NULL)  
        {  
                temp->prev->next=NULL;  
        }  
        free(temp);  
        return head;  
}  
struct node \*deleteFromMiddle(struct node \*head,int pos)  
{  
        if(head==NULL)  
        {  
                printf("List is empty\n");  
                return NULL;  
        }  
        struct node \*temp=head;  
        while(pos>1 && temp->next!=NULL)  
        {  
                temp=temp->next;  
                pos--;  
        }  
        if(temp==head)  
        {  
                head=deleteFromBeginning(head);  
        }  
        else if(temp->next==NULL)  
        {  
                head=deleteFromEnd(head);  
        }  
        else

 {  
                temp->prev->next=temp->next;  
                temp->next->prev=temp->prev;  
                free(temp);  
        }  
        return head;  
}  
void printList(struct node \*head)  
{  
        struct node \*temp=head;  
        while(temp!=NULL)  
        {  
                printf("%d",temp->data);  
                temp=temp->next;  
        }  
        printf("NULL\n");  
}  
struct node \*findElement(struct node \*head,int key)  
{  
        struct node \*current=head;  
        while(current!=NULL)  
        {  
                if(current!=NULL)  
                {  
                        printf("Element %d found in the list\n",key);  
                        return current;  
                }  
                current=current->next;  
        }  
        printf("Element not found");  
        return NULL;  
}  
int main()  
{  
        struct node \*head=NULL;  
        int choice,data,pos;  
        printf("\n1.Add to beginning");  
        printf("\n2.Add to end");  
        printf("\n3.Add to middle");  
        printf("\n4.Delete from beginning");  
        printf("\n5.Delete from end");  
        printf("\n6.Delete from middle");  
        printf("\n7.Search element");  
        printf("\n8.Dispaly");  
        printf("\n9.Exit");  
        while(1)  
        {  
                printf("\nEnter your choice: ");  
                scanf("%d",&choice);  
                switch(choice)  
                {  
                        case 1:  
                                {  
                                printf("Enter data: ");  
                                scanf("%d",&data);  
                                head=addToBeginning(head,data);  
                                break;  
                                }  
                        case 2:  
                                {

 {  
                                printf("Enter data: ");  
                                scanf("%d",&data);  
                                head=addToEnd(head,data);  
                                break;  
                                }  
                        case 3:  
                                {  
                                printf("Enter position: ");  
                                scanf("%d",&pos);  
                                printf("\nEnter data: ");  
                                scanf("%d",&data);  
                                head=addToMiddle(head,pos,data);  
                                break;  
                                }  
                        case 4:  
                                {  
                                head=deleteFromBeginning(head);  
                                break;  
                                }  
                        case 5:  
                                {  
                                head=deleteFromEnd(head);  
                                break;  
                                }  
                        case 6:  
                                {  
                                printf("Enter position: ");  
                                scanf("%d",&pos);  
                                head=deleteFromMiddle(head,pos);  
                                break;  
                                }  
                        case 7:  
                                {  
                                printf("Enter element: ");  
                                scanf("%d",&data);  
                                head=findElement(head,data);  
                                break;  
                                }  
                        case 8:  
                                {  
                                printf("List:");  
                                printList(head);  
                                break;  
                                }  
                        case 9:  
                                {  
                                exit(0);  
                                }  
                        default:  
                                {  
                                printf("Invalid choice\n");  
                                }  
                }  
                return 0;  
        }  
}

**Output:**

![](data:image/png;base64,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)

**3.Application of singly linked list**

**Algorithm:**

**Step1**:start

**Step 2:**Create a Node structure with:intcoeff (coefficient)int pow (power/exponent)struct Node\* next (pointer to the next node)

**Step 3**:Create a Polynomial structure with: Node\* head (pointer to the first node)

**Step 4:**Define a function Node\* createNode(int coeff, int pow):Allocate memory for a new node using malloc.Set the coeff and powfields.Initialize the next pointer to NULL.return the new node.

**Step 5**:Define a function void insertNode(Polynomial\* poly, int coeff, int pow):Create a new node using createNode.If the polynomial is empty or the new node's power is greater than the head's power:Set the new node's next pointer to the current head.Update the head to the new node.Otherwise, traverse the list to find the correct position:nsert the new node maintaining the order of powers.

**Step 6:**Define a function Polynomial addPolynomials(Polynomial\* poly1, Polynomial\* poly2):Initialize a result polynomial.Use two pointers to traverse both input polynomials.

**Step7**:While traversing both lists:If powers are equal, add coefficients and insert the sum into the result polynomial.If one power is greater, insert the corresponding node into the result polynomial and move the pointer.Append remaining nodes from the non-exhausted polynomial.

**Step8**:Define a function Polynomial multiplyPolynomials(Polynomial\* poly1, Polynomial\* poly2):Initialize a result polynomial.For each term in the first polynomial, multiply by each term in the second polynomial.Insert the product term into the result polynomial:combine like terms (terms with the same power).

**Step9**:Define a function void printPolynomial(Polynomial\* poly):Initialize a pointer to the head of the polynomial.Traverse the list:rint each term in the format coeff\*x^pow.Move to the next node.

**Step10:**stop

**Program 1**

#include <stdio.h>  
#include <stdlib.h>  
struct node  
{  
int coeff;  
int pow;  
struct node \*Next;  
};  
 struct node \*Poly1,\*Poly2,\*Result;  
void Create(struct node \*List);  
void Display(struct node \*List);  
void Addition(struct node \*Poly1,struct node \*Poly2,struct node \*Result);  
int main()  
{  
Poly1=(struct node\*)malloc(sizeof(struct node));  
Poly2=(struct node\*)malloc(sizeof(struct node));  
Result=(struct node\*)malloc(sizeof(struct node));  
  
Poly1->Next = NULL;  
Poly2->Next = NULL;  
printf("Enter the values for first polynomial :\n");  
Create(Poly1);  
printf("The polynomial equation is : ");  
Display(Poly1);  
printf("\nEnter the values for second polynomial :\n");  
Create(Poly2);  
printf("The polynomial equation is : ");  
Display(Poly2);  
Addition(Poly1, Poly2, Result);  
printf("\nThe polynomial equation addition result is : ");  
Display(Result);  
return 0;  
}  
void Create(struct node \*List)  
{  
int choice;  
struct node \*Position, \*NewNode;  
Position = List;  
do  
{  
NewNode = malloc(sizeof(struct node));  
printf("Enter the coefficient : ");  
scanf("%d", &NewNode->coeff);  
printf("Enter the power : ");  
scanf("%d", &NewNode->pow);  
NewNode->Next = NULL;  
Position->Next = NewNode;  
Position = NewNode;  
printf("Enter 1 to continue : ");  
scanf("%d", &choice);  
} while(choice == 1);  
}  
void Display(struct node \*List)  
{  
struct node \*Position;  
Position = List->Next;  
while(Position != NULL)  
{  
printf("%dx^%d", Position->coeff, Position->pow);  
Position = Position->Next;  
if(Position != NULL && Position->coeff> 0)  
{

printf("+");  
}  
}  
}  
void Addition(struct node \*Poly1, struct node \*Poly2, struct node \*Result)  
{  
struct node \*Position;  
struct node \*NewNode;  
Poly1 = Poly1->Next;  
Poly2 = Poly2->Next;  
Result->Next = NULL;  
Position = Result;  
while(Poly1 != NULL && Poly2 != NULL)  
{  
NewNode = malloc(sizeof(struct node));  
if(Poly1->pow == Poly2->pow)  
{  
NewNode->coeff = Poly1->coeff + Poly2->coeff;  
NewNode->pow = Poly1->pow;  
Poly1 = Poly1->Next;  
#include<stdio.h>  
#include<stdlib.h>  
struct node  
{  
        struct node \*prev;  
        int data;  
        struct node \*next;  
};  
struct node \*createnode(int data)  
{  
        struct node \*newnode=malloc(sizeof(struct node));  
        newnode->prev=NULL;  
        newnode->data=data;  
        newnode->next=NULL;  
        return newnode;  
}  
struct node \*addToBeginning(struct node \*head,int data)  
{  
        struct node \*newnode=createnode(data);  
        if(head!=NULL)  
        {  
                head->prev=head;  
        }  
        newnode->next=head;  
        return newnode;  
}  
struct node \*addToEnd(struct node \*head,int data)  
{  
        struct node \*newnode=createnode(data);  
        if(head==NULL)  
        {  
                return newnode;  
        }  
        struct node \*temp=head;  
        while(temp->next!=NULL)  
        {  
                temp=temp->next;  
        }  
        temp->next=newnode;

 newnode->prev=temp;  
        return head;  
}  
struct node \*addToMiddle(struct node \*head,intpos,int data)  
{  
        if(head==NULL||pos<=0)  
        {  
                printf("Invalid position\n");  
                return head;  
        }  
        struct node \*newnode=createnode(data);  
        struct node \*temp=head;  
        while(pos>1 && temp->next!=NULL)  
        {  
                temp=temp->next;  
                pos--;  
        }  
        newnode->next=temp->next;  
        newnode->prev=temp;  
        if(temp->next!=NULL)  
        {  
                temp->next->prev=newnode;  
        }  
 temp->next=newnode;  
        return head;  
}  
struct node \*deleteFromBeginning(struct node \*head)  
{  
        if(head==NULL)  
        {  
                printf("List is empty\n");  
                return NULL;  
        }  
        struct node \*temp=head;  
        head=head->next;  
        if(head!=NULL)  
        {  
                head->prev=NULL;  
        }  
        free(temp);  
        return head;  
}  
struct node \*deleteFromEnd(struct node \*head)  
{  
        if(head==NULL)  
        {  
                printf("List is empty\n");  
                return NULL;  
        }  
        struct node \*temp=head;  
        while(temp->next!=NULL)  
        {  
                temp=temp->next;  
        }  
        if(temp->prev!=NULL)  
        {  
                temp->prev->next=NULL;  
        }

      free(temp);  
        return head;  
}  
struct node \*deleteFromMiddle(struct node \*head,int pos)  
{  
        if(head==NULL)  
        {  
                printf("List is empty\n");  
                return NULL;  
        }  
        struct node \*temp=head;  
        while(pos>1 && temp->next!=NULL)  
        {  
                temp=temp->next;  
                pos--;  
        }  
        if(temp==head)  
        {  
                head=deleteFromBeginning(head);  
        }  
        else if(temp->next==NULL)  
        {  
                head=deleteFromEnd(head);  
        }  
        else  
 {  
                temp->prev->next=temp->next;  
                temp->next->prev=temp->prev;  
                free(temp);  
        }  
        return head;  
}  
void printList(struct node \*head)  
{  
        struct node \*temp=head;  
        while(temp!=NULL)  
        {  
                printf("%d",temp->data);  
                temp=temp->next;  
        }  
        printf("NULL\n");  
}  
struct node \*findElement(struct node \*head,int key)  
{  
        struct node \*current=head;  
        while(current!=NULL)  
        {  
                if(current!=NULL)  
                {  
                        printf("Element %d found in the list\n",key);  
                        return current;  
                }  
                current=current->next;  
        }  
        printf("Element not found");  
        return NULL;  
}  
int main()  
{

   struct node \*head=NULL;  
        int choice,data,pos;  
        printf("\n1.Add to beginning");  
        printf("\n2.Add to end");  
        printf("\n3.Add to middle");  
        printf("\n4.Delete from beginning");  
        printf("\n5.Delete from end");  
        printf("\n6.Delete from middle");  
        printf("\n7.Search element");  
        printf("\n8.Dispaly");  
        printf("\n9.Exit");  
        while(1)  
        {  
                printf("\nEnter your choice: ");  
                scanf("%d",&choice);  
                switch(choice)  
                {  
                        case 1:  
                                {  
                                printf("Enter data: ");  
                                scanf("%d",&data);  
                                head=addToBeginning(head,data);  
                                break;  
                                }  
                        case 2:  
                                {  
 {  
                                printf("Enter data: ");  
                                scanf("%d",&data);  
                                head=addToEnd(head,data);  
                                break;  
                                }  
                        case 3:  
                                {  
                                printf("Enter position: ");  
                                scanf("%d",&pos);  
                                printf("\nEnter data: ");  
                                scanf("%d",&data);  
                                head=addToMiddle(head,pos,data);  
                                break;  
                                }  
                        case 4:  
                                {  
                                head=deleteFromBeginning(head);  
                                break;  
                                }  
                        case 5:  
                                {  
                                head=deleteFromEnd(head);  
                                break;  
                                }  
                        case 6:  
                                {  
                                printf("Enter position: ");  
                                scanf("%d",&pos);  
                                head=deleteFromMiddle(head,pos);  
                                break;  
                                }  
                        case 7:  
                                {

   printf("Enter element: ");  
                                scanf("%d",&data);  
                                head=findElement(head,data);  
                                break;  
                                }  
                        case 8:  
                                {  
                                printf("List:");  
                                printList(head);  
                                break;  
                                }  
                        case 9:  
                                {  
                                exit(0);  
                                }  
                        default:  
                                {  
                                printf("Invalid choice\n");  
                                }  
                }  
                return 0;  
        }  
}Poly2 = Poly2->Next;  
}  
else if(Poly1->pow > Poly2->pow)  
{  
NewNode->coeff = Poly1->coeff;  
NewNode->pow = Poly1->pow;  
Poly1 = Poly1->Next;  
}  
else if(Poly1->pow < Poly2->pow)  
{  
NewNode->coeff = Poly2->coeff;  
NewNode->pow = Poly2->pow;  
Poly2 = Poly2->Next;  
}  
NewNode->Next = NULL;  
Position->Next = NewNode;  
Position = NewNode;  
}  
while(Poly1 != NULL || Poly2 != NULL)  
{  
NewNode = malloc(sizeof(struct node));  
if(Poly1 != NULL)  
{  
NewNode->coeff = Poly1->coeff;  
NewNode->pow = Poly1->pow;  
Poly1 = Poly1->Next;  
}  
if(Poly2 != NULL)  
{  
NewNode->coeff = Poly2->coeff;  
NewNode->pow = Poly2->pow;  
Poly2 = Poly2->Next;  
}  
NewNode->Next = NULL;  
Position->Next = NewNode;  
Position = NewNode;  
}  
  }

**Output:**
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**Program 2**

#include<stdio.h>  
#include<stdlib.h>  
struct node  
{  
    int coeff;  
    int expo;  
    struct node \*next;  
};  
  
struct node\* insert(struct node \*head,intco,int exp)  
{  
    struct node \*temp;  
    struct node \*newnode=malloc(sizeof(struct node));  
    newnode->coeff=co;  
    newnode->expo=exp;  
    newnode->next=NULL;  
  
    if(head==NULL || exp>head->expo)  
    {  
        newnode->next=head;  
        head=newnode;  
    }  
    else  
    {  
        temp=head;  
        while(temp->next!=NULL &&temp->next->expo>=exp)  
            temp=temp->next;  
        newnode->next=temp->next;  
        temp->next=newnode;  
    }  
    return head;  
}  
struct node\* create(struct node \*head)  
{  
    int n,i;  
    int coeff;  
    int expo;  
    printf("Enter the no of terms:");  
    scanf("%d",&n);  
    for(i=0;i<n;i++)  
    {  
        printf("Enter the coeefficient for term %d:",i+1);  
        scanf("%d",&coeff);  
  
        printf("Enter the exponent for term %d:",i+1);  
        scanf("%d",&expo);  
  
        head=insert(head,coeff,expo);  
    }

    return head;  
}  
    void print(struct node\* head)  
    {  
        if(head==NULL)  
            printf("No Polynomial");  
        else  
        {  
            struct node \*temp=head;  
            while(temp!=NULL)  
            {  
                printf("%dx^%d",temp->coeff,temp->expo);  
                temp=temp->next;  
                if(temp!=NULL)  
                    printf("+");  
                else  
                    printf("\n");  
            }  
        }  
    }  
  
    void polyAdd(struct node \*head1, struct node \*head2)  
    {  
        struct node \*ptr1=head1;  
        struct node \*ptr2=head2;  
        struct node \*head3=NULL;  
        while(ptr1!=NULL && ptr2!=NULL)  
        {  
            if(ptr1->expo == ptr2->expo)  
            {  
            head3=insert(head3,ptr1->coeff+ptr2->coeff,ptr1->expo);  
                ptr1=ptr1->next;  
                ptr2=ptr2->next;  
            }  
            else if(ptr1->expo > ptr2->expo)  
            {  
                head3=insert(head3,ptr1->coeff,ptr1->expo);  
                ptr1=ptr1->next;  
            }  
            else if(ptr1->expo < ptr2->expo)  
            {  
                head3=insert(head3,ptr2->coeff,ptr2->expo);  
                ptr2=ptr2->next;  
            }  
        }  
        while(ptr1!=NULL)  
        {  
            head3=insert(head3,ptr1->coeff,ptr1->expo);  
            ptr1=ptr1->next;  
        }  
        while(ptr2!=NULL)  
        {  
            head3=insert(head3,ptr2->coeff,ptr2->expo);  
            ptr2=ptr2->next;  
        }  
       printf("Added Polynomial is: ") ;  
       print(head3);  
    }  
    int main()  
    {  
        struct node \*head1=NULL;  
                                     struct node \*head2=NULL;

        printf("Enter first polynomial\n");  
        head1=create(head1);  
        printf("Enter second polynomial\n");  
        head2=create(head2);  
        polyAdd(head1,head2);  
        return 0;  
  
    }

**Output:**
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**4.Implementation of stack using array and linked list**

**Algorithm:**

**Step 1:** Start the program.

**Step 2:** For Push operation, check for stack overflow

**Step 3:** If Top>=N then print stack overflow else increment Top and insert the

            element.

**Step 4**: For Pop operation, check for underflow of the stack.

**Step 5:** If Top=0 then print stack underflow else decrement Top and delete the

           Element

**Step 6:** Stop the program.

**Program 1**

#include <stdio.h>

#include <stdlib.h>

struct Node

{

int Data;

struct Node \*next;

}\*top;

void popStack()

{

struct Node \*temp, \*var=top;

if(var==top)

{

top = top->next;

free(var);

}

else

printf("\nStack Empty");

}

void push(int value)

{

struct Node \*temp;

temp=(struct Node \*)malloc(sizeof(struct Node));

temp->Data=value;

if (top == NULL)

{

top=temp;

top->next=NULL;

}

else

{

temp->next=top;

top=temp;

}

}

void display()

{

struct Node \*var=top;

if(var!=NULL)

{

printf("\nElements are as:\n");

while(var!=NULL)

{

printf("\t%d\n",var->Data);

var=var->next;

}

printf("\n");

}

else

printf("\nStack is Empty");

}

int main()

{

int i=0;

top=NULL;

clrscr();

printf(" \n1. Push to stack");

printf(" \n2. Pop from Stack");

printf(" \n3. Display data of Stack");

printf(" \n4. Exit\n");

while(1)

{

printf(" \nChoose Option: ");

scanf("%d",&i);

switch(i)

{

case 1:

{

int value;

printf("\nEnter a value to push into Stack: ");

scanf("%d",&value);

push(value);

break;

}

case 2:

{

popStack();

printf("\n The last element is popped");

break;

}

case 3:

{

display();

break;

}

case 4:

{

struct Node \*temp;

while(top!=NULL)

{

temp = top->next;

free(top);

top=temp;

}

exit(0);

}

default:

{

printf("\nwrong choice for operation");

}}}}

**Output:**

![](data:image/png;base64,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)

**Program 2**

#include<stdio.h>

int stack[100],choice,n,top,x,i;

void push(void);

void pop(void);

void display(void);

int main()

{

    top=-1;

    printf("\n Enter the size of STACK[MAX=100]:");

    scanf("%d",&n);

    printf("\n\t STACK OPERATIONS USING ARRAY");

    printf("\n\t--------------------------------");

    printf("\n\t 1.PUSH\n\t 2.POP\n\t 3.DISPLAY\n\t 4.EXIT");

    do

    {

        printf("\n Enter the Choice:");

        scanf("%d",&choice);

        switch(choice)

        {

            case 1:

            {

                push();

                break;

            }

            case 2:

            {

                pop();

                break;

            }

            case 3:

            {

                display();

                break;

            }

            case 4:

            {

                printf("\n\t EXIT POINT ");

                break;

            }

            default:

            {

                printf ("\n\t Please Enter a Valid Choice(1/2/3/4)");

            }

        }

    }

    while(choice!=4);

    return 0;

}

void push()

{

    if(top>=n-1)

    {

        printf("\n\tSTACK is over flow");

    }

    else

    {

        printf(" Enter a value to be pushed:");

        scanf("%d",&x);

        top++;

        stack[top]=x;

    }

}

void pop()

{

    if(top<=-1)

    {

        printf("\n\t Stack is under flow");

    }

    else

    {

        printf("\n\t The popped elements is %d",stack[top]);

        top--;

    }

}

void display()

{

    if(top>=0)

    {

        printf("\n The elements in STACK \n");

        for(i=top; i>=0; i--)

            printf("\n%d",stack[i]);

        printf("\n Press Next Choice");

    }

    else

    {

        printf("\n The STACK is empty");

    }

   }

**Output:**
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**5.Applications of stack(infix to postfix)**

**Algorithm:**

**Step 1:** Start the program.

**Step 2:** Get the infix expression as input.

**Step 3:** Read the input from left to right.

**Step 4:** If the input is operand then place it in the postfix expression.

**Step 5:** Else if the input symbol is an operator then check for the operator type and

also the precedence, pop entries from the stack and place them in the

postfix expression until the lowest priority operator is encountered.

**Step 6:** ‘(‘symbol will be popped from stack only when we get a ‘)’ symbol.

**Step 7:** When the input is completely read then pop the elements in stack until it

becomes empty.

**Step 8:** Display the postfix expression.

**Step 9:** Stop the program

**Program**

#include<stdio.h>

#include<conio.h>

#include<alloc.h>

int top=0,st[20];

char inf[40],post[40];

void postfix();

void push(int);

char pop();

void main()

{

clrscr();

printf("Enter the infix expression:");

scanf("%s",inf);

postfix();

getch();

}

void postfix()

{int i,j=0;

for(i=0;inf[i]!=0;i++)

{switch(inf[i])

{

case '+':while(st[top]>=1)

post[j++]=pop();

push(1);

break;

case '-':while(st[top]>=1)

post[j++]=pop();

push(2);

break;

case '\*':while(st[top]>=3)

post[j++]=pop();

push(3);

break;

case '/':while(st[top]>=4)

post[j++]=pop();

push(4);

break;

case '^':

post[j++]=pop();

push(5);

break;

case '(':push(0);

break;

case ')':while(st[top]!=0)

post[j++]=pop();

top--;

break;

default:

post[j++]=inf[i];

}}

while(top>0)

post[j++]=pop();

printf("\nPostfix expression is =>\n\t\t%s",post);

}void push(int ele)

{

top++;

st[top]=ele;

}char pop()

{int el;

char e;

el=st[top];

top--;

switch(el)

{case 1:

e='+';

break;

case 2:

e='-';

break;

case 3:

e='\*';

break;

case 4:

e='/';

break;

case 5:

e='^';

break;

}return(e);

}

**Output:**

![](data:image/png;base64,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)

**6.Applications of stack(Evaluating arithmetic expression)**

**Algorithm**

**Step 1:** Start the program.

**Step 2:** Read the postfix expression from left to right

**Step 3**: If the symbol read is an operand then push it onto the stack

**Step 4:** If the operator is read POP two operands and perform arithmetic

operations if operator is

+ then result=operand 1 + operand 2

- then result=operand 1 - operand 2

\* then result=operand 1 \* operand 2

/ then result=operand 1 / operand 2

**Step 5:** Push the result onto the stack

**Step 6:** Repeat **Step**s 2-5 till the postfix expression is not over

**Step 7:** Stop the program.

**Program**

#include <stdio.h>

#include <string.h>

int top = -1;

int stack[100];

void push (int data) {

stack[++top] = data;

}

int pop () {

int data;

if (top == -1)

return -1;

data = stack[top];

stack[top] = 0;

top--;

return (data);

}

int main()

 {

char str[100];

int i, data = -1, operand1, operand2, result;

printf("Enter ur postfix expression:");

fgets(str, 100, stdin);

for (i = 0; i<strlen(str); i++)

 {

if (isdigit(str[i]))

{

data = (data == -1) ?0 : data;

data = (data \* 10) + (str[i] - 48);

continue;

}

if (data != -1)

 {

push(data);

}

if (str[i] == '+' || str[i] == '-'|| str[i] == '\*' || str[i] == '/')

{

operand2 = pop();

operand1 = pop();

if (operand1 == -1 || operand2 == -1)

break;

switch (str[i])

{

case '+':

result = operand1 + operand2;

push(result);

break;

case '-':

result = operand1 - operand2;

push(result);

break;

case '\*':

result = operand1 \* operand2;

push(result);

break;

case '/':

result = operand1 / operand2;

push(result);

break;

}

}

data = -1;

}

if (top == 0)

printf("The answer is:%d\n", stack[top]);

else

printf("u have given wrong postfix expression\n");

return 0;

}

**Output:**
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**7.Implementation of queue using array and linked list implementation**

**Algorithm**

**Step 1**: Start the program.

**Step 2:** For queue insertion operation, check for queue overflow

**Step 3**: If R>=N then print queue overflow else increment rear pointer and insert

            the element.

**Step 4:** For queue deletion operation, check for underflow of the queue.

**Step 5:** If F=0 then print queue underflow else delete the element and increment

            the front pointer

**Step 6**: Stop the program

**Program 1**

#include<stdio.h >

#include<conio.h >

#include<alloc.h >

struct queue

{

int data;

struct queue \*next;

};

struct queue \*addq(struct queue \*front);

struct queue \*delq(struct queue \*front);

void main()

{

struct queue \*front;

int reply,option,data;

clrscr();

front=NULL;

do

{

printf("\n1.addq");

printf("\n2.delq");

printf("\n3.exit");

printf("\nSelect the option");

scanf("%d",&option);

switch(option)

{

case 1 :

front=addq(front);

printf("\n The element is added into the queue");

break;

case 2 :

front=delq(front);

break;

case 3 : exit(0);

}

}while(1);

}

struct queue \*addq(struct queue \*front)

{

struct queue \*c,\*r;

c=(struct queue\*)malloc(sizeof(struct queue));

if(c==NULL)

{

printf("Insufficient memory");

return(front);

}

printf("\nEnter data");

scanf("%d",&c->data);

c->next=NULL;

if(front==NULL)

{

front=c;

}

else

{

r=front;

while(r->next!=NULL)

{

r=r->next;

}}

return(front);

}

struct queue \*delq(struct queue \*front)

{

struct queue \*c;

if(front==NULL)

{

printf("Queue is empty");

return(front);

}

printf("Deleted data:%d",front->data);

c=front;

front=front->next;

free(c);

return(front);

}

**Output:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAATYAAADGCAIAAADXOztTAAAAAXNSR0IArs4c6QAAAANzQklUCAgI2+FP4AAADq1JREFUeJzt3SFz8srbx/HrnPm/CobpTO2+AIapqaqKQ2AQ0auKQ6BX4KiKXlGDwEVF1TAMLyD2zNzD5G08j0hCEpINScvd0vb7UafLsiw50M29zZWfCAAAAAAAAAAAAAD8Ikp5njbWRlarKw3pmSiKrO7cDuAiz1zvK5oN16cdQOF/H3q2p810MhqISHLYbpZBmLUrzyzmWft6U/R3tYvSdjEZDLL2+XyUbJ/84ENzA36sHquoUnlHz0TGOz3feFm78ozNT2hd7aLt6QUr7QD+/dCz1eNsEaWmw7zRexjuX8M4/SEOX/dJe7vSY9kH9XYAHzvR9czL+Lh+XoaxiChtZ9eaFIBc91VUmSiKTiezIqLuhsnx7b9YRJSnZ+NB1h7ujuNZcUJ7esDVHgd7Get6OwCRf8o/eCaaj0o/V/Zs0gcP66dlvikkStuXSb5ZdBzPJ7J99oO4ti102v5xtZ9tF03vluwVAbeKP8YAhX8ud/lExTLOH10AAAAAAAAAAMB35hmbXnJrTb96tG71n57JRr9msRvwa2ibl6Iopa0tXezXRddLDlSpsAVAu8pl9IHvZ/8Vx297uXxZ/OW6UEkO29Uyr2NxD0S9KNBHp5XOXf9pTPFc5RlTWV3rY1MvCrg0FaMpbRbDjb+8sPTV6j+ni+zp49FoEkWlrgdPJKyPkL/cWPZ+fRwA9a+o0mYx3K38i6embvGfY7L1OU0FrqFcL6q0sTN59ZdhLKL02XZRrV7UVf8p4e44trrzXhP1ooBbaRVVj+PRYDB6iSZZw2Fd7nlfe264XIlZRPN8u+gwn0dWnvwgeyCai4gkSXLcrJZhXClHTV8lqz4N/JW2Nsq3iw7Tu7/wTgFcB/WiQIF6UQAAAAAAAAAAgOtTns4qRvsWjHbnGepFgXdR2p4u3PM+t6rz/HJDACJydhl9XBSMdtNYF5rHSBzWT0tJr0VIsiCJ/NKE/Od0kDx2IrtisBpKAaBKaZue6F5e1Zx1oUrbdIDTf1RfoL4+s4oCjer1onHgPwVK6dnC6v/aitJa6kLjwH/+Y1+iqLpeAujLkS8ax8Hrfrx4lJavV2tdqLp/GEiSJDK8VxLzHQXeqZIvWtxeTJQ3mwyOf0oP1upF3XWhStuXqayffd/fyPSl27bT8C69sZk2NjJs+AKp6u3FVis9KwpAnyubNvV6UWmsC5Vs92fwcC/h/cNoIDJ5sfLsB/euelERedscF2lbclg/X7onCwAAAAAAAAAAAAAA+JmULgJGjf1WeaHp5f83eDH+x+tjlfI8bay9ieOMr6R0UcitPH35K5o/6+Mfnb6VLo39ayEXn+czXtkzfEV/ofPL6IeSXfYeh4F/uv6vb16os3/5ge1BxseVH0jPetH2+tI7baNJdgWjnze/I+/ULCZpcGqy3fhBKKJtNBkk2+1xnD2QD9Qyn8b6WMf46TDJ4SCj0fn8gZzyjC1ujJL/yu6dF+roXw4kFVU5AbzWKhpF2St4pphV+/ybBi+9IVUsXtqWD0tlzW6Zf2ueamX8rLq2Nv8Mq+ivdLaKxuEyWzuVZ14W+skP3pMX2tzfexjul3kgqcTh8un6i8Rhnb1CuDtm6U3vmP9x45/WvDjcHe2jCuJYRJL9a5CX1sVv++HMk7Dvm2gbXw6b2vzxuznqRUXicHeYP3giYd+80PY6UpHPrmIh7xTfWble1DOR1cWJ6N3wsAtFeueFOvuHu+NkcdqOUp6x5Q3YvvWi3fv3zzsdTssnog/D/Vv2e2UwnhUnuo/j465YQjvPp2184Fw5Gc0z0VTy3YrqdkV5v6UxLzR12ihp7C/lbRJJku1mFeTnvcUTksN6VZwOu9T7n3ZtSrc1O+3TuObjHL6+nSMi2lrZbIbT+WhwPs+m+bcdH9d2UeP8zwciNg5o9Ln3LQVEbi1f9Jblf8xhEQMAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAPhxipt0nm61XLihu1F6JpqPrj8fz9h5NecMuGGVDC/VKV/0ExM9PXPt+Wib55Appe2XZZMCLRpjlzxj75Z+4PsiLbmXLbmajjzPNPgg2T5vZDadjAYXIzQrMQyb0gS1mZ5SPjfLICwm2jifxv4i2TsUkTh+28us+2EDvkSaRR9FUWTPE0RduZeNq1Zbnqdnosha4yklojzVlr9QjiNVnrGlWanTEz1Tzm5yraLO/sU7JAsCN+l8FU22z35wb+x5tGWP3MtLeZ7JdpVHVrdmH3kPw/1r3iMOX/fTxeklHmeLlzxFSY6t07ncX2mzGG78Jf8SxQ1qPNENl35Tc0d/Pc/TMy/j4/o5/Z2htL10gtrWX2mzGO5WPjtFuFH/tjzWbeulnqvZN4/UIdwdx7PiRHc2zrab1d0wOb79F4uI8vSp2TkfZ3+ljZ3Jq78MYxH1iRtfQHetf3SRw/pp+V9bbqcrF7RTHmmxneNytl00z/7ucppqcthujuP5RPLpNM+nub+cv+HL8wEAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAEAvRRZTwWqVtf/dO7h7pni9m+eZT5inZ2qhWK3tfcdp7noLx/8zPm/f1Ck07JQpdkoR+5yQhS9JLbvh+AhXzmqn/NUP9O/kWsetcZzfGerRGLtUERcpnJlKw5220aSSOyrOfFGnK/RPY7zTFNTDei3TeSm/tGn89+SmunjnORqniWqzyINNExnuL6RROXJQnTmrl9urx9PVv8/7etdxKx2HZLvxg9ZQ2dbjf5XPmyhtF5PBoBxE8rwfv0wG6WudgnBrMSTnn5/u/T9DPZlTaRtFDbmjbfmiTdr711fR5v5K2+wM3KSz8kz2S9c1ft/c1Hb1eSptrc6Co5RnOpxYNuagunJWnfmrjvfbktfa+331y5std1Ge6XBS5FpFr/N5K55aOQ6VVbo0zZbPT6/+73N5FW13WNdyRy/li567Yv9kH8Qi9yKHXRiLOsrDpfF75Kb2Fwebo52/TOYikiSH9epSoGNjDqorZ9XV7nq/LXmt/fXLmz1u/NM6Eoe7o31UQfyuleU6nzfZ+92Pw9/+PF/y0a9og775orfW/5rCpR+KiCilHmcvCx22TaNvbqrDV77fr/C33+9Xf97a8kXfq2++6K31T9VzU3vTNj8djGP5I8nxT1tvVw6qK2fV1e56v87+11U7bnGwH07LJ7oPw/3b5SW0+/Hv+f83DvYy1o7jkL6q8rQtcjbbxu/b/x3+udxFpJoMmv3rXbXljjbmi7bolEda2jio95dZ2vmwfto9RPNRsn1eySL/B33D+PKe3NTLR6c8T23N8Dgc5fsGl8Zx5KDGcr7Nk+esOttdx9/Zv8f7el/ebI/tovQJtXGu+3mrbBdN75bpQTgNkxzWe5lPRhfG79sfQH9/5Y9PV9RtFQV+ouI8oe1sAgAAAAAAAACA/pTyPG2svWJ94LXqGwGcdCpF6Ddcn3YAhY9dRn+t+sam+j3+lAw49FhFr1Tf6KjfA/CxShf1OFtktzOaDvPGWl1i0t6u9Fj2Qb0dwMdOdK9U3wjArfsqqkxUvQPbteobW+v3gF+uUulyXiBY2bNJH6zc6umK9Y3N9XsAbg9/jAEKt1UvSv0eAAAAAAAAAAD4GTyThYla068erVv957fKCwVuThFwoJS2fbPBul5y8CV5ocA3VbmMvggOjeO3vVy+LL5vvqV7IOpFgT46rXR98y2dY1MvCrg0FaMpbRbDjb+8sPT1zbd0jdM37xH4Tc6/okqbxXC38j8Q/f3b8i2Bv6lcL6q0sTN59ZdhfBYSLtJQL9o339KFelHArbSKqsfxaDAYvUSTrOGwLve8rz03XK7ELKJ5vl10mM8jK09+kD0QzUVceaHpq2TVp4G/0tZG+XbR4eqJ9gCuh3pRoEC9KAAAAAAAAAAAwPUpT2cVo30LRrvzDPWiwLsobU8X7nmfW9V5frkhABE5u4w+LgpGu2msC81jJA7rp6Wk1yIkWZBEfmlC/nM6SB47kV0xWA2lAFCltE1PdC+vas66UKVtOsDpP6ovUF+fWUWBRvV60TjwnwKl9Gxh9X9tRWktdaFx4D//sS9RVF0vAfTlyBeN4+B1P148SsvXq7UuVN0/DCRJEhneK4n5jgLvVMkXLW4vJsqbTQbHP6UHa/Wi7rpQpe3LVNbPvu9vZPrSbdtpeJfe2EwbGxk2fIFU9fZiq5WeFQWgz5VNm3q9qDTWhUq2+zN4uJfw/mE0EJm8WHn2g3tXvaiIvG2Oi7QtOayfL92TBQAAAAAAAAAAAAAA/ExKFwGjxn6rvND08v8bvBj/GvWxn1HHi29A6eIDoDx9+SuaP+vjX9G+lS6N/WshF5/nr77yF9bx4sudX0Y/lOyy9zgM/NP1f33zQp39yw9sDzI+rvxAetaLtteX3mkbTbIrGP28+R15p2YxSYNTk+3GD0IRbaPJINluj+PsgXyglvk01sc6xk+HSQ4HGY3O5t+7jhc/l/KMLU6o8l/WvfNCHf3LgaSiKieA11pFoyh7Bc8Us2qff9PgpTekPJP/pG35sFTW7Jb5t+apVsbPqmtr8y/eXLc6XvwkZ6toHC6ztVN55mWhn/zgPXmhzf29h+F+mQeSShwun65/b4XDOnuFcHfM0pveMf/jxj+teXG4O9pHFcSxiCT71yAvrYvf9sOZJ2HfN9E2vhw2tfnn/brW8eJncdSLisTh7jB/8ETCvnmh7XWkIp/94fpJeadd6njxs5TrRT0TWV2ciN4ND7tQpHdeqLN/uDtOFqftKOUZW96A7Vsv2r1//7zT4bR8Ivow3L9l34jBeFac6D6Oj7tiCe08n7bxm7XW8eKHKyejeSaaSr5bUdluqey3NOaFpk4bJY39pbxNIkmy3ayC/Ly3eEJyWK+K02GXev/Trk3ptmanfRrXfJzD17dzRERbK5vNcDofDc7n2TT/tuPj2i5qnr9Sepb373R4gF+Jv3fg891Wvugty/+YQ/YpAADAt8CJLq7k/xztfMQ+5t/LXQB8nf8H3rnXOzLPQusAAAAASUVORK5CYII=)

**Program 2**

#include<stdio.h>

#include<stdlib.h>

#define maxsize 5

void insert();

void delete();

void display();

int front = -1, rear = -1;

int queue[maxsize];

void main ()

{

    int choice;

    while(choice != 4)

    {

        printf("\\*\*\*Main Menu\*\*\*\n");

        printf("\n===================\n");

        printf("\n1.insert an element\n2.Delete an element\n3.Display the queue\n4.Exit\n");

        printf("\nEnter your choice ?");

        scanf("%d",&choice);

        switch(choice)

        {

            case 1:

            enqueue();

            break;

            case 2:

            dequeue();

            break;

            case 3:

            display();

            break;

            case 4:

            exit(0);

            break;

            default:

            printf("\nEnter valid choice??\n");

        }

    }

}

void enqueue()

{

    int item;

    printf("\nEnter the element\n");

    scanf("\n%d",&item);

    if(rear == maxsize-1)

    {

        printf("\nOVERFLOW\n");

        return;

    }

    if(front == -1 && rear == -1)

    {

        front = 0;

        rear = 0;

    }

    else

    {

        rear = rear+1;

    }

    queue[rear] = item;

    printf("\nValue inserted ");

}

void dequeue()

{

    int item;

    if (front == -1 || front > rear)

    {

        printf("\nUNDERFLOW\n");

        return;

    }

    else

    {

        item = queue[front];

        if(front == rear)

        {

            front = -1;

            rear = -1 ;

        }

        else

        {

            front = front + 1;

        }

        printf("\nvalue deleted ");

    }

}

void display()

{

    int i;

    if(rear == -1)

    {

        printf("\nEmpty queue\n");

    }

    else

    {  printf("\nprinting values .....\n");

        for(i=front;i<=rear;i++)

        {

            printf("\n%d\n",queue[i]);

        }

    }

}

**Output:**

![](data:image/png;base64,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)

**8.Performing tree traversal techniques**

**Algorithm**

**Step 1:**start

**Step2:** Return the root node value. Traverse the left subtree by recursively calling the pre-order function. Traverse the right subtree by recursively calling the pre-order function.

**Step 3:**Traverse the left subtree by recursively calling the in-order function. Return the root node value. Traverse the right subtree by recursively calling the in-order function.

**Step4:**Traverse the left subtree by recursively calling the post-order function. Traverse the right subtree by recursively calling the post-order function. Return the root node value.

**Step 5:** stop

**Program**

#include <stdio.h>

#include <stdlib.h>

struct node {

    int element;

    struct node\* left;

    struct node\* right;

};

struct node\* createNode(int val)

{

    struct node\* Node = (struct node\*)malloc(sizeof(struct node));

    Node->element = val;

    Node->left = NULL;

    Node->right = NULL;

    return (Node);

}

void traversePreorder(struct node\* root)

{

    if (root == NULL)

        return;

    printf(" %d ", root->element);

    traversePreorder(root->left);

    traversePreorder(root->right);

}

void traverseInorder(struct node\* root)

{

    if (root == NULL)

        return;

    traverseInorder(root->left);

    printf(" %d ", root->element);

    traverseInorder(root->right);

}

void traversePostorder(struct node\* root)

{

    if (root == NULL)

        return;

    traversePostorder(root->left);

    traversePostorder(root->right);

    printf(" %d ", root->element);

}

int main()

{

    struct node\* root = createNode(36);

    root->left = createNode(26);

    root->right = createNode(46);

    root->left->left = createNode(21);

    root->left->right = createNode(31);

    root->left->left->left = createNode(11);

    root->left->left->right = createNode(24);

    root->right->left = createNode(41);

    root->right->right = createNode(56);

    root->right->right->left = createNode(51);

    root->right->right->right = createNode(66);

    printf("\n The Preorder traversal of given binary tree is -\n");

    traversePreorder(root);

    printf("\n The Inorder traversal of given binary tree is -\n");

    traverseInorder(root);

    printf("\n The Postorder traversal of given binary tree is -\n");

    traversePostorder(root);

    return 0;

}

**Output:**

![](data:image/png;base64,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)

**9.Implementation of binary search tree**

**Algorithm**

**Step1:**start

**Step 2:**Create a Node structure with:int data ,Node\* left ,Node\* right

**Step 3**:Define a BST structure with:Node\* root

**Step 4:**Define a function Node\* createNode(int data):,Allocate memory for a new node using malloc.,Set the datafield,Initializeleft and right pointers to NULL.,Return the new node.

**Step 5:**Define a function Node\* insertNode(Node\* root, int data):If root is NULL, create and return a new node,Ifdata is less than root->data, recursively insert in the left subtree,Ifdata is greater than root->data, recursively insert in the right subtree.,Return the root

**Step 6**:Define a function Node\* searchNode(Node\* root, int data):If root is NULL or root->data is data, return root.,Ifdata is less than root->data, recursively search in the left subtree.,Ifdata is greater than root->data, recursively search in the right subtree.,Return the result.

**Step 7:**Define a function Node\* findMin(Node\* root):Traverse the left subtree until left is NULL.,Return the node.

**Step 8:**Define a function Node\* deleteNode(Node\* root, int data):If root is NULL, return root.,Ifdata is less than root->data, recursively delete in the left subtree.,Ifdata is greater than root->data, recursively delete in the right subtree.,Ifdata is equal to root->data:,If the node has no children, return NULL.,If the node has one child, return the non-NULLchild.,If the node has two children:,Find the minimum node in the right subtree.,Replaceroot->data with the minimum node's data.,Recursively delete the minimum node in the right subtree.,Return the root.

**Step9:**stop

**Program**

#include <stdio.h>

#include <stdlib.h>

structBinaryTreeNode {

    intkey;

    structBinaryTreeNode \*left, \*right;

};

structBinaryTreeNode\* newNodeCreate(intvalue)

{

    structBinaryTreeNode\* temp

        = (structBinaryTreeNode\*)malloc(

            sizeof(structBinaryTreeNode));

    temp->key = value;

    temp->left = temp->right = NULL;

    returntemp;

}

structBinaryTreeNode\*

searchNode(structBinaryTreeNode\* root, inttarget)

{

    if(root == NULL || root->key == target) {

        returnroot;

    }

    if(root->key < target) {

        returnsearchNode(root->right, target);

    }

    returnsearchNode(root->left, target);

}

structBinaryTreeNode\*

insertNode(structBinaryTreeNode\* node, intvalue)

{

    if(node == NULL) {

        returnnewNodeCreate(value);

    }

    if(value < node->key) {

        node->left = insertNode(node->left, value);

    }

    elseif(value > node->key) {

        node->right = insertNode(node->right, value);

    }

    returnnode;

}

voidpostOrder(structBinaryTreeNode\* root)

{

    if(root != NULL) {

        postOrder(root->left);

        postOrder(root->right);

        printf(" %d ", root->key);

    }

}

voidinOrder(structBinaryTreeNode\* root)

{

    if(root != NULL) {

        inOrder(root->left);

        printf(" %d ", root->key);

        inOrder(root->right);

    }

}

voidpreOrder(structBinaryTreeNode\* root)

{

    if(root != NULL) {

        printf(" %d ", root->key);

        preOrder(root->left);

        preOrder(root->right);

    }

}

structBinaryTreeNode\* findMin(structBinaryTreeNode\* root)

{

    if(root == NULL) {

        returnNULL;

    }

    elseif(root->left != NULL) {

        returnfindMin(root->left);

    }

    returnroot;

}

structBinaryTreeNode\* delete(structBinaryTreeNode\* root,

                               intx)

{

    if(root == NULL)

        returnNULL;

    if(x > root->key) {

        root->right = delete(root->right, x);

    }

    elseif(x < root->key) {

        root->left = delete(root->left, x);

    }

    else{

        if(root->left == NULL && root->right == NULL) {

            free(root);

            returnNULL;

        }

        elseif(root->left == NULL

                 || root->right == NULL) {

            structBinaryTreeNode\* temp;

            if(root->left == NULL) {

                temp = root->right;

            }

            else{

                temp = root->left;

            }

            free(root);

            returntemp;

        }

        else{

            structBinaryTreeNode\* temp

                = findMin(root->right);

            root->key = temp->key;

            root->right = delete(root->right, temp->key);

        }

    }

    returnroot;

}

intmain()

{

    structBinaryTreeNode\* root = NULL;

    root = insertNode(root, 50);

    insertNode(root, 30);

    insertNode(root, 20);

    insertNode(root, 40);

    insertNode(root, 70);

    insertNode(root, 60);

    insertNode(root, 80);

    if(searchNode(root, 60) != NULL) {

        printf("60 found");

    }

    else{

        printf("60 not found");

    }

    printf("\n");

    postOrder(root);

    printf("\n");

    preOrder(root);

    printf("\n");

    inOrder(root);

    printf("\n");

    )

    structBinaryTreeNode\* temp = delete(root, 70);

    printf("After Delete: \n");

    inOrder(root);

    return0;

}

**Output:**

![](data:image/png;base64,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)

**10.Implementation of AVL tree**

**Algorithm**

**Step 1 :**Define node structure (data, left, right, balance\_factor).

**Step 2 :**Create recursive insert function (root, data).

**Step 3**:Perform standard BST insertion within insert.

**Step 4** :Update balance factors on way back up in insert

**Step 5** :Check for imbalance (balance factor outside -1 to 1).

**Step 6** :Select rotation type based on imbalance.

**Step 7 :**Perform rotation to restore balance.

**Step 8** :Return updated root after rotation.

**Step 9 :**Return new root from top-level insert call.

**Step 10 :**Create wrapper function avl\_insert

**Program**

#include<stdio.h>

#include<stdlib.h>

**struct** node

{

**int** data;

**struct** node\* left;

**struct** node\* right;

**int** ht;

};

**struct** node\* root = NULL;

**struct** node\* create(**int**);

**struct** node\* insert(**struct** node\*, **int**);

**struct** node\* **delete**(**struct** node\*, **int**);

**struct** node\* search(**struct** node\*, **int**);

**struct** node\* rotate\_left(**struct** node\*);

**struct** node\* rotate\_right(**struct** node\*);

**int** balance\_factor(**struct** node\*);

**int** height(**struct** node\*);

**void** inorder(**struct** node\*);

**void** preorder(**struct** node\*);

**void** postorder(**struct** node\*);

**int** main()

{

**int** user\_choice, data;

**char** user\_continue = 'y';

**struct** node\* result = NULL;

**while** (user\_continue == 'y' || user\_continue == 'Y')

    {

        printf("\n\n------- AVL TREE --------\n");

        printf("\n1. Insert");

        printf("\n2. Delete");

        printf("\n3. Search");

        printf("\n4. Inorder");

        printf("\n5. Preorder");

        printf("\n6. Postorder");

        printf("\n7. EXIT");

        printf("\n\nEnter Your Choice: ");

        scanf("%d", &user\_choice);

**switch**(user\_choice)

        {

**case** 1:

                printf("\nEnter data: ");

                scanf("%d", &data);

                root = insert(root, data);

**break**;

**case** 2:

                printf("\nEnter data: ");

                scanf("%d", &data);

                root = **delete**(root, data);

**break**;

**case** 3:

                printf("\nEnter data: ");

                scanf("%d", &data);

                result = search(root, data);

**if** (result == NULL)

                {

                    printf("\nNode not found!");

                }

**else**

                {

                    printf("\n Node found");

                }

**break**;

**case** 4:

                inorder(root);

**break**;

**case** 5:

                preorder(root);

**break**;

**case** 6:

                postorder(root);

**break**;

**case** 7:

                printf("\n\tProgram Terminated\n");

**return** 1;

**default**:

                printf("\n\tInvalid Choice\n");

        }

        printf("\n\nDo you want to continue? ");

        scanf(" %c", &user\_continue);

    }

**return** 0;

}

**struct** node\* create(**int** data)

{

**struct** node\* new\_node = (**struct** node\*) malloc (**sizeof**(**struct** node));

**if** (new\_node == NULL)

    {

        printf("\nMemory can't be allocated\n");

**return** NULL;

    }

    new\_node->data = data;

    new\_node->left = NULL;

    new\_node->right = NULL;

**return** new\_node;

}

**struct** node\* rotate\_left(**struct** node\* root)

{

**struct** node\* right\_child = root->right;

    root->right = right\_child->left;

    right\_child->left = root;

    root->ht = height(root);

    right\_child->ht = height(right\_child);

**return** right\_child;

}

**struct** node\* rotate\_right(**struct** node\* root)

{

**struct** node\* left\_child = root->left;

    root->left = left\_child->right;

    left\_child->right = root;

    root->ht = height(root);

    left\_child->ht = height(left\_child);

**return** left\_child;

}

**int** balance\_factor(**struct** node\* root)

{

**int** lh, rh;

**if** (root == NULL)

**return** 0;

**if** (root->left == NULL)

        lh = 0;

**else**

        lh = 1 + root->left->ht;

**if** (root->right == NULL)

        rh = 0;

**else**

        rh = 1 + root->right->ht;

**return** lh - rh;

}

**int** height(**struct** node\* root)

{

**int** lh, rh;

**if** (root == NULL)

    {

**return** 0;

    }

**if** (root->left == NULL)

        lh = 0;

**else**

        lh = 1 + root->left->ht;

**if** (root->right == NULL)

        rh = 0;

**else**

        rh = 1 + root->right->ht;

**if** (lh > rh)

**return** (lh);

**return** (rh);

}

**struct** node\* insert(**struct** node\* root, **int** data)

{

**if** (root == NULL)

    {

**struct** node\* new\_node = create(data);

**if** (new\_node == NULL)

        {

**return** NULL;

        }

        root = new\_node;

    }

**else** **if** (data > root->data)

    {

        root->right = insert(root->right, data);

**if** (balance\_factor(root) == -2)

        {

**if** (data > root->right->data)

            {

                root = rotate\_left(root);

            }

**else**

            {

                root->right = rotate\_right(root->right);

                root = rotate\_left(root);

            }

        }

    }

**else**

    {

        root->left = insert(root->left, data);

**if** (balance\_factor(root) == 2)

        {

**if** (data < root->left->data)

            {

                root = rotate\_right(root);

            }

**else**

            {

                root->left = rotate\_left(root->left);

                root = rotate\_right(root);

            }

        }

    }

    root->ht = height(root);

**return** root;

}

**struct** node \* **delete**(**struct** node \*root, **int** x)

{

**struct** node \* temp = NULL;

**if** (root == NULL)

    {

**return** NULL;

    }

**if** (x > root->data)

    {

        root->right = **delete**(root->right, x);

**if** (balance\_factor(root) == 2)

        {

**if** (balance\_factor(root->left) >= 0)

            {

                root = rotate\_right(root);

            }

**else**

            {

                root->left = rotate\_left(root->left);

                root = rotate\_right(root);

            }

        }

    }

**else** **if** (x < root->data)

    {

        root->left = **delete**(root->left, x);

**if** (balance\_factor(root) == -2)

        {

**if** (balance\_factor(root->right) <= 0)

            {

                root = rotate\_left(root);

            }

**else**

            {

                root->right = rotate\_right(root->right);

                root = rotate\_left(root);

            }

        }

    }

**else**

    {

**if** (root->right != NULL)

        {

            temp = root->right;

**while** (temp->left != NULL)

                temp = temp->left;

            root->data = temp->data;

            root->right = **delete**(root->right, temp->data);

**if** (balance\_factor(root) == 2)

            {

**if** (balance\_factor(root->left) >= 0)

                {

                    root = rotate\_right(root);

                }

**else**

                {

                    root->left = rotate\_left(root->left);

                    root = rotate\_right(root);

                }

            }

        }

**else**

        {

**return** (root->left);

        }

    }

    root->ht = height(root);

**return** (root);

}

**struct** node\* search(**struct** node\* root, **int** key)

{

**if** (root == NULL)

    {

**return** NULL;

    }

**if**(root->data == key)

    {

**return** root;

    }

**if**(key > root->data)

    {

        search(root->right, key);

    }

**else**

    {

        search(root->left, key);

    }

}

**void** inorder(**struct** node\* root)

{

**if** (root == NULL)

    {

**return**;

    }

    inorder(root->left);

    printf("%d ", root->data);

    inorder(root->right);

}

**void** preorder(**struct** node\* root)

{

**if** (root == NULL)

    {

**return**;

    }

    printf("%d ", root->data);

    preorder(root->left);

    preorder(root->right);

}

**void** postorder(**struct** node\* root)

{

**if** (root == NULL)

    {

**return**;

    }

    postorder(root->left);

    postorder(root->right);

    printf("%d ", root->data);

}

**Output:**
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**11.Implementation of bfs,dfs**

**Algorithm**

**DFS:**

**Step 1:** Choose any node in the graph. Designate it as the search node and mark it as visited.

**Step 2:** Using the adjacency matrix of the graph, find a node adjacent to the search node that has not been visited yet. Designate this as the new search node and mark it as visited.

**Step 3:** Repeat **Step** 2 using the new search node. If no nodes satisfying (2) can be found, return to the previous search node and continue from there.

**Step 4:** When a return to the previous search node in (3) is impossible, the search from the originally chosen search node is complete.

**Step 5:** If the graph still contains unvisited nodes, choose any node that has not been visited and repeat **Step** (1) through (4).

**BFS:**

**Step 1**: Choose any node in the graph, designate it as the search node and mark it as visited.

**Step 2:** Using the adjacency matrix of the graph, find all the unvisited adjacent nodes to the search node and enqueue them into the queue Q.

**Step 3:** Then the node is dequeued from the queue. Mark that node as visited and designate it as the new search node.

**Step 4:** Repeat **Step** 2 and 3 using the new search node.

**Step 5:** This process continues until the queue Q which keeps track of the adjacent nodes is empty.

**Program 1**

#include <stdio.h>

#include <stdlib.h>

intvis[100];

structGraph {

    intV;

    intE;

    int\*\* Adj;

};

structGraph\* adjMatrix()

{

    structGraph\* G = (structGraph\*)

        malloc(sizeof(structGraph));

    if(!G) {

        printf("Memory Error\n");

        returnNULL;

    }

    G->V = 7;

    G->E = 7;

    G->Adj = (int\*\*)malloc((G->V) \* sizeof(int\*));

    for(intk = 0; k < G->V; k++) {

        G->Adj[k] = (int\*)malloc((G->V) \* sizeof(int));

    }

    for(intu = 0; u < G->V; u++) {

        for(intv = 0; v < G->V; v++) {

            G->Adj[u][v] = 0;

        }

    }

    G->Adj[0][1] = G->Adj[1][0] = 1;

    G->Adj[0][2] = G->Adj[2][0] = 1;

    G->Adj[1][3] = G->Adj[3][1] = 1;

    G->Adj[1][4] = G->Adj[4][1] = 1;

    G->Adj[1][5] = G->Adj[5][1] = 1;

    G->Adj[1][6] = G->Adj[6][1] = 1;

    G->Adj[6][2] = G->Adj[2][6] = 1;

    returnG;

}

voidDFS(structGraph\* G, intu)

{

    vis[u] = 1;

    printf("%d ", u);

    for(intv = 0; v < G->V; v++) {

        if(!vis[v] && G->Adj[u][v]) {

            DFS(G, v);

        }

    }

}

voidDFStraversal(structGraph\* G)

{

    for(inti = 0; i< 100; i++) {

        vis[i] = 0;

    }

    for(inti = 0; i< G->V; i++) {

        if(!vis[i]) {

            DFS(G, i);

        }

    }

}

voidmain()

{

    structGraph\* G;

    G = adjMatrix();

    DFStraversal(G);

}

**Output:**
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**Program 2**

#include <stdio.h>

#include <stdlib.h>

struct node {

    int vertex;

    struct node\* next;

};

struct adj\_list {

    struct node\* head;

};

struct graph {

    int num\_vertices;

    struct adj\_list\* adj\_lists;

    int\* visited;

};

struct node\* new\_node(int vertex) {

    struct node\* new\_node = (struct node\*)malloc(sizeof(struct node));

new\_node->vertex = vertex;

new\_node->next = NULL;

    return new\_node;

}

struct graph\* create\_graph(int n) {

    struct graph\* graph = (struct graph\*)malloc(sizeof(struct graph));

    graph->num\_vertices = n;

    graph->adj\_lists = (struct adj\_list\*)malloc(n \* sizeof(struct adj\_list));

    graph->visited = (int\*)malloc(n \* sizeof(int));

    int i;

    for (i = 0; i< n; i++) {

        graph->adj\_lists[i].head = NULL;

        graph->visited[i] = 0;

    }

    return graph;

}

void add\_edge(struct graph\* graph, int src, int dest) {

    struct node\* new\_node1 = new\_node(dest);

    new\_node1->next = graph->adj\_lists[src].head;

    graph->adj\_lists[src].head = new\_node1;

    struct node\* new\_node2 = new\_node(src);

    new\_node2->next = graph->adj\_lists[dest].head;

    graph->adj\_lists[dest].head = new\_node2;

}

void bfs(struct graph\* graph, int v) {

    int queue[1000];

    int front = -1;

    int rear = -1;

    graph->visited[v] = 1;

    queue[++rear] = v;

    while (front != rear) {

        int current\_vertex = queue[++front];

printf("%d ", current\_vertex);

        struct node\* temp = graph->adj\_lists[current\_vertex].head;

        while (temp != NULL) {

            int adj\_vertex = temp->vertex;

            if (graph->visited[adj\_vertex] == 0) {

                graph->visited[adj\_vertex] = 1;

                queue[++rear] = adj\_vertex;

            }

            temp = temp->next;

        }

    }

}

int main() {

    struct graph\* graph = create\_graph(6);

add\_edge(graph, 0, 1);

add\_edge(graph, 0, 2);

add\_edge(graph, 1, 3);

add\_edge(graph, 1, 4);

add\_edge(graph, 2, 4);

add\_edge(graph, 3, 4);

add\_edge(graph, 3, 5);

add\_edge(graph, 4,5);

printf("BFS traversal starting from vertex 0: ");

bfs(graph, 0);

    return 0;

}

**Output:**
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**12.Performing Topological sorting**

**Algorithm**

**Step 1:** Find the indegree for every vertex.

**Step 2:** Place the vertices whose indegree is 0 on the empty queue.

**Step 3:** Dequeue the vertex v and decrement the indegree of all its adjacent vertices.

**Step 4:** Enqueue the vertex on the queue if its indegree falls to zero.

**Step 5:** Repeat from **Step** 3 until the queue becomes empty.

**Step 6:** The topological ordering is the order in which the vertices dequeue.

**Program**

#include<stdio.h>

#include<stdlib.h>

int s[100], j, res[100];

void AdjacencyMatrix(int a[][100], int n) {

    int i, j;

    for (i = 0; i< n; i++) {

        for (j = 0; j <= n; j++) {

            a[i][j] = 0;

        }

    }

    for (i = 1; i< n; i++) {

        for (j = 0; j <i; j++) {

            a[i][j] = rand() % 2;

            a[j][i] = 0;

        }

    }

}

void dfs(int u, int n, int a[][100]) {

    int v;

    s[u] = 1;

    for (v = 0; v < n - 1; v++) {

        if (a[u][v] == 1 && s[v] == 0) {

            dfs(v, n, a);

        }

    }

    j += 1;

    res[j] = u;

}

void topological\_order(int n, int a[][100]) {

    int i, u;

    for (i = 0; i< n; i++) {

        s[i] = 0;

    }

    j = 0;

    for (u = 0; u < n; u++) {

        if (s[u] == 0) {

            dfs(u, n, a);

        }

    }

    return;

}

int main() {

    int a[100][100], n, i, j;

    printf("Enter number of vertices\n");

    scanf("%d", &n);

    AdjacencyMatrix(a, n);

    printf("\t\tAdjacency Matrix of the graph\n");

    for (i = 0; i< n; i++) {

        for (j = 0; j < n; j++) {

            printf("\t%d", a[i][j]);

        }

        printf("\n");

    }

    printf("\nTopological order:\n");

    topological\_order(n, a);

    for (i = n; i>= 1; i--) {

        printf("-->%d", res[i]);

    }

    return 0;

}

**Ouput:**
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**13.Implementation of prim’s alogorithm**

**Algorithm**

**Step 1:** Determine an arbitrary vertex as the starting vertex of the MST.

**Step 2:** Follow **Step**s 3 to 5 till there are vertices that are not included in the MST (known as fringe vertex).

**Step 3:** Find edges connecting any tree vertex with the fringe vertices.

**Step 4:** Find the minimum among these edges.

**Step 5:** Add the chosen edge to the MST if it does not form any cycle.

**Step 6:** Return the MST and exit

**Program**

#include <stdio.h>

#include <limits.h>

#define MAX\_VERTICES 100

intminKey(int key[],intmstSet[],int vertices){

    int min = INT\_MAX,minIndex;

    for(int v =0; v < vertices; v++){

        if(!mstSet[v]&& key[v]< min){

            min = key[v];

            minIndex= v;

        }

    }

    returnminIndex;

}

voidprintMST(int parent[],int graph[MAX\_VERTICES][MAX\_VERTICES],int vertices){

    printf("Edge \tWeight\n");

    for(inti=1;i< vertices;i++){

        printf("%d - %d \t%d\n", parent[i],i, graph[i][parent[i]]);

    }

}

voidprimMST(int graph[MAX\_VERTICES][MAX\_VERTICES],int vertices){

    intparent[MAX\_VERTICES];

    intkey[MAX\_VERTICES];

    intmstSet[MAX\_VERTICES];

    for(inti=0;i< vertices;i++){

        key[i]= INT\_MAX;

        mstSet[i]=0;

    }

    key[0]=0;

    parent[0]=-1;

    for(int count =0; count < vertices -1; count++){

        int u =minKey(key,mstSet, vertices);

        mstSet[u]=1;

        for(int v =0; v < vertices; v++){

            if(graph[u][v]&&!mstSet[v]&& graph[u][v]< key[v]){

                parent[v]= u;

                key[v]= graph[u][v];

            }

        }

    }

    printMST(parent, graph, vertices);

}

intmain(){

    int vertices;

    printf("Input the number of vertices: ");

    scanf("%d",&vertices);

    if(vertices <=0|| vertices > MAX\_VERTICES){

        printf("Invalid number of vertices. Exiting...\n");

        return1;

    }

    intgraph[MAX\_VERTICES][MAX\_VERTICES];

    printf("Input the adjacency matrix for the graph:\n");

    for(inti=0;i< vertices;i++){

        for(int j =0; j < vertices;j++){

            scanf("%d",&graph[i][j]);

        }

    }

    primMST(graph, vertices);

    return0;

}

**Output:**
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**14.Implementation of dijkstra’s algorithm**

**Algorithm**

**Step1:**Mark The Source Node With A Current Distance Of 0 And The Rest With Infinity.

**Step 2**:Set The Non-Visited Node With The Smallest Current Distance As The Current Node.

**Step 3**:For Each Neighbor, N Of The Current Node Adds The Current Distance Of The Adjacent Node With The Weight Of The Edge Connecting 0->1. If It Is Smaller Than The Current Distance Of Node, Set It As The New Current Distance Of N.

**Step 4:**Mark The Current Node 1 As Visited.

**Step 5**:Go To **Step** 2 If There Are Any Nodes Are Unvisited.

**Program**

#include <stdio.h>

#include <limits.h>

#define MAX\_VERTICES 100

intminDistance(intdist[],intsptSet[],int vertices){

    int min = INT\_MAX,minIndex;

    for(int v =0; v < vertices; v++){

        if(!sptSet[v]&&dist[v]< min){

            min =dist[v];

            minIndex= v;

        }

    }

    returnminIndex;

}

voidprintSolution(intdist[],int vertices){

    printf("Vertex \tDistance from Source\n");

    for(inti=0;i< vertices;i++){

        printf("%d \t%d\n",i,dist[i]);

    }

}

voiddijkstra(int graph[MAX\_VERTICES][MAX\_VERTICES],intsrc,int vertices){

    intdist[MAX\_VERTICES];

    intsptSet[MAX\_VERTICES];

    for(inti=0;i< vertices;i++){

        dist[i]= INT\_MAX;

        sptSet[i]=0;

    }

    dist[src]=0;

    for(int count =0; count < vertices -1; count++){

        int u =minDistance(dist,sptSet, vertices);

        sptSet[u]=1;

        for(int v =0; v < vertices; v++){

            if(!sptSet[v]&& graph[u][v]&&dist[u]!= INT\_MAX &&dist[u]+ graph[u][v]<dist[v]){

                dist[v]=dist[u]+ graph[u][v];

            }

        }

    }

    printSolution(dist, vertices);

}

intmain(){

    int vertices;

    printf("Input the number of vertices: ");

    scanf("%d",&vertices);

    if(vertices <=0|| vertices > MAX\_VERTICES){

        printf("Invalid number of vertices. Exiting...\n");

        return1;

    }

    intgraph[MAX\_VERTICES][MAX\_VERTICES];

    printf("Input the adjacency matrix for the graph (use INT\_MAX for infinity):\n");

    for(inti=0;i< vertices;i++){

        for(int j =0; j < vertices;j++){

            scanf("%d",&graph[i][j]);

        }

    }

    int source;

    printf("Input the source vertex: ");

    scanf("%d",&source);

    if(source <0|| source >= vertices){

        printf("Invalid source vertex. Exiting...\n");

        return1;

    }

    dijkstra(graph, source, vertices);

    return0;

}

**Output:**

![](data:image/png;base64,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)

**15.Program to perform sorting**

**Algorithm**

**QUICK SORT:**

**Step 1** : Start.

**Step 2 :** If LEFT < RIGHT then Goto

**Step 3** else Goto **Step** 23. **Step** 3 : Set PIVOT = LEFT.

**Step 4 :** Set I = LEFT + 1.

**Step 5 :** Set J = RIGHT.

**Step** 6 : Repeat While I < J.

**Step** 7 : Repeat While A[I] < A[PIVOT].

**Step** 8 : Increment I by 1.

**Step** 9 : [End of **Step** 7 While loop].

**Step** 10 : Repeat While A[J] > A[PIVOT].

**Step** 11 : Decrement J by 1.

**Step** 12 : [End of **Step** 10 While loop].

**Step** 13 : If I < J then Goto **Step** 14 else Goto **Step** 17.

**Step** 14 : Set TEMP = A[I].

**Step** 15 : Set A[I] = A[J].

**Step** 16 : Set A[J] = TEMP.

**Step** 17 : [End of **Step** 6 While loop].

**Step** 18 : Set TEMP = A[PIVOT].

**Step** 19 : Set A[PIVOT] = A[J].

**Step** 20 : Set A[J] = TEMP.

**Step** 21 : QUICKSORT(LEFT, J – 1),

**Step** 22 : QUICKSORT(J + 1, RIGHT).

**Step** 23 : Stop.

**MERGE SORT:**

**Step** 1 : Start.

**Step** 2 : Set N1 = CENTER - LEFT + 1.

**Step** 3 : Set N2 = RIGHT - CENTER.

**Step** 4 : Repeat For I = 0 to N1 - 1.

**Step** 5 : Set A[I] = ARR[LEFT + I].

**Step** 6 : Increment I by 1.

**Step** 7 : [End of **Step** 4 For loop].

**Step** 8 : Repeat For J = 0 to N2 - 1.

**Step** 9 : Set B[J] = ARR[CENTER + 1 + J].

**Step** 10 : Increment J by 1.

**Step** 11 : [End of **Step** 8 For loop].

**Step** 12 : Repeat While APTR < N1 AND BPTR < N2.

**Step** 13 : If A[APTR]<= B[BPTR] then Goto **Step** 14 else Goto **Step** 18.

**Step** 14 : Set ARR[CPTR] = A[APTR].

**Step** 15 : Increment APTR by 1 and Goto **Step** 19.

**Step** 16 : Set ARR[CPTR] = B[BPTR].

**Step** 17 : Increment BPTR by 1.

**Step** 18 : Increment CPTR by 1.

**Step** 19 : [End of **Step** 12 While loop].

**Step** 20 : Repeat While APTR < N1.

**Step** 21 : Set ARR[CPTR] = A[APTR].

**Step** 22 : Increment APTR by 1.

**Step** 23 : Increment CPTR by 1.

**Step** 24 : [End of **Step** 20 While loop].

**Step** 25 : Repeat While BPTR < N2.

**Step** 26 : Set ARR[CPTR] = B[BPTR].

**Step** 27 : Increment BPTR by 1.

**Step** 28 : Increment CPTR by 1.

**Step** 29 : [End of **Step** 25 While loop].

**Step** 30 : Stop.

**Program 1**

#include <stdio.h>

void swap(int\* a, int\* b)

{

int temp = \*a;

\*a = \*b;

\*b = temp;

}

int partition(int arr[], int low, int high)

{

int pivot = arr[low];

int i = low;

int j = high;

while (i< j) {

)

while (arr[i] <= pivot &&i<= high - 1) {

i++;

}

while (arr[j] > pivot && j >= low + 1) {

j--;

}

if (i< j) {

swap(&arr[i], &arr[j]);

}

}

swap(&arr[low], &arr[j]);

return j;

}

void quickSort(int arr[], int low, int high)

{

if (low < high) {

int partitionIndex = partition(arr, low, high);

quickSort(arr, low, partitionIndex - 1);

quickSort(arr, partitionIndex + 1, high);

}

}

int main()

{

int arr[] = { 19, 17, 15, 12, 16, 18, 4, 11, 13 };

int n = sizeof(arr) / sizeof(arr[0]);

printf("Original array: ");

for (int i = 0; i< n; i++) {

printf("%d ", arr[i]);

}

quickSort(arr, 0, n - 1);

printf("\nSorted array: ");

for (int i = 0; i< n; i++) {

printf("%d ", arr[i]);

}

return 0;

}

**Output:**

![](data:image/png;base64,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)

**Program 2**

#include <stdio.h>

#include <stdlib.h>

void merge(int arr[], int l, int m, int r)

{

int i, j, k;

int n1 = m - l + 1;

int n2 = r - m;

int L[n1], R[n2];

for (i = 0; i< n1; i++)

L[i] = arr[l + i];

for (j = 0; j < n2; j++)

R[j] = arr[m + 1 + j];

i = 0;

j = 0;

k = l;

while (i< n1 && j < n2) {

if (L[i] <= R[j]) {

arr[k] = L[i];

i++;

}

else {

arr[k] = R[j];

j++;

}

k++;

}

while (i< n1) {

arr[k] = L[i];

i++;

k++;

}

while (j < n2) {

arr[k] = R[j];

j++;

k++;

}

}

void mergeSort(int arr[], int l, int r)

{

if (l < r) {

int m = l + (r - l) / 2;

mergeSort(arr, l, m);

mergeSort(arr, m + 1, r);

merge(arr, l, m, r);

}

}

void printArray(int A[], int size)

{

int i;

for (i = 0; i< size; i++)

printf("%d ", A[i]);

printf("\n");

}

int main()

{

int arr[] = { 12, 11, 13, 5, 6, 7 };

int arr\_size = sizeof(arr) / sizeof(arr[0]);

printf("Given array is \n");

printArray(arr, arr\_size);

mergeSort(arr, 0, arr\_size - 1);

printf("\nSorted array is \n");

printArray(arr, arr\_size);

return 0;

}

**Output:**

![](data:image/png;base64,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)

**16.Implementation of collision Resolution techniques**

**Algorithm**

**Step 1:**We know that hash functions (which is some mathematical formula) are used to calculate the hash value which acts as the index of the data structure where the value will be stored.

**Step 2:**So, let’s assign

“a” = 1,

“b”=2, .. etc, to all alphabetical characters.

**Step 3:**Therefore, the numerical value by summation of all characters of the string:

*“ab” = 1 + 2 = 3,*

*“cd” = 3 + 4 = 7 ,*

*“efg” = 5 + 6 + 7 = 18*

**Step 4:**Now, assume that we have a table of size 7 to store these strings. The hash function that is used here is the sum of the characters in **key mod Table size**. We can compute the location of the string in the array by taking the **sum(string) mod 7**.

**Step 5:**So we will then store

“ab” in 3 mod 7 = 3,

“cd” in 7 mod 7 = 0, and

“efg” in 18 mod 7 = 4.

**Program 1**

#include <stdio.h>

#define max 10

int a[11] = { 10, 14, 19, 26, 27, 31, 33, 35, 42, 44, 0 };

int b[10];

void merging(int low, int mid, int high) {

   int l1, l2, i;

   for(l1 = low, l2 = mid + 1, i = low; l1 <= mid && l2 <= high; i++) {

      if(a[l1] <= a[l2])

         b[i] = a[l1++];

      else

         b[i] = a[l2++];

   }

   while(l1 <= mid)

      b[i++] = a[l1++];

   while(l2 <= high)

      b[i++] = a[l2++];

   for(i = low; i<= high; i++)

      a[i] = b[i];

}

void sort(int low, int high) {

   int mid;

   if(low < high) {

      mid = (low + high) / 2;

      sort(low, mid);

      sort(mid+1, high);

      merging(low, mid, high);

   } else {

      return;

   }

}

int main() {

   int i;

   printf("List before sorting\n");

   for(i = 0; i<= max; i++)

      printf("%d ", a[i]);

   sort(0, max);

   printf("\nList after sorting\n");

   for(i = 0; i<= max; i++)

      printf("%d ", a[i]);

}

**Output:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQIAAABBCAIAAAC1lj1xAAAAAXNSR0IArs4c6QAAAANzQklUCAgI2+FP4AAABzRJREFUeJztnb9uszwbxu/n03sUCEXq6gNAUZdOmbwxsGRg9tRsGTIzZGsmZoYuGbIxMT1LFXEArJUqxHF8A38CARub0Cetcv2m1pDL5obYGG7nIgIAAAAAAAAAAEAXHiQNkWBD24eKZ6l2ijAPoqa5AZ+9XXfjm+IMDODBPKdAmFyZIjKvlIkoCn7vxWIUH/Dd/Ke1Fw+SjUNExenVD7PWBiaCretYRFSkBdln3w+JiejgWkSUJBsiIkrfVrt4rIqnWqlI3/a7uKyE8WC7cSwioiI97XdV3XVz6JAkRETFaeWH1+0pTkc/jFv7F6fXI60917GK9M3fxXJ9OUPHa1qvIj5DcS53L9KUnKriqvHlB6JNFbQzbVynd4LAJBSjAet12kxEkeBlEeNBEolmk+FokCSRYI1Q/VkRtPp7xoPgol/W3dNpNZB1D4UHSRJFAWeMiPGyLpX+ELLjNa2XlPEZjHMSBWXFPLhsvTSHMRHhVmo6eqOBhCw85tHm4G6IqCjSt304Vak47cOs7MWy+P3srTnFn2LpOG7Z31eknEg6rjCxzI9+0xVm8UcevbBalqg47eueMs7K/Y30ZcdrWu8k0mM1QsYfubeoj5fOflmaZeExXS6mqj88qq8BE9H6y1fez8Q7PyYiYoy9rA9bEfuTvwk9sq+8OPkzCs6g/53HC+7H/275sIjqoTrL6IuK/Ku10V6Uw7UIomR0Lmu52+qmiHGxXeYfMRHFH/kyEtr3Vll4tr32zcmzff6r6n4N9WXHa1xviVF8hsjCMy2rehkTnjNBA5T8ufzZTDxbpG+rXdzfUE3qRBTYue3Uc8zL1LY9+eyW9+FBsnGK09t5uXF7+7fnsEWRH8stIkpcq98ckkxVr9vfmrIP68uQH69pvYPxGY7zZz2jTt9WO7qaQ3emyB69Y34MHho+5akzqLhpigzuTjMwFulpv8NQAAAAAAAAAAAAAADATfxp/8MYf3p59pYOna8TFZkItkvHsopWhowUhQ4RVe+JNPJOFTr1e6PRt3O93XuJpIyLreda1kACrabO1es8jTRPxsXaqxJqL0JjcdPVkZcb6jTJsESaicJENHR+VfE30VGXD2B03V7Xcv0ipl3CA93c0eFs1TJN0yQDdag97YxUPqZ0SYJgTESdmpkIAnFJ/Jym0z6Yfn5onzIE1aH099de8yHTGdHXbw+bsCxi4Pwq4m+koywfQvu61cop6mTJfOb28/QVIzzY2kc//JwsQETEFnZ6bDJS6dkbSZAOfX9XZ2L+PbeFxNr+2IVxptdNyHTCVv7hyzI/jvU6WejXSxJuQqZjqj9Xe0hyfqXxN9RRlA+LaF+3k1Lr7IkZvUxEHh01R1YF2VfueOVowLjwHMvW/V4ysV2e35sGPNk2Laq1nHWHNUWnVV6lBepIREmSJJ59vC0RSKZjqi/Z39lcFrqOxWf8/Mripqdz6/Ujv25vyjA15cm2rDKsB9dyNtNzYOLd63l5OCRJcvDsc1rofYqJsitpTjJb2Jbj2ufX1Wq18t8XL7r3Ilc6ly0v2t8CykJ/tXp9PZN3Wy6QTMdUf2j/LPRXNfvcW4/0NiPnVx43TZ3Zrh8tevemPEg6N7+a94vqlWy3zA16m0c1mAj63Vm5ZEu3HrlOS898hXF/Gd209eBDy/FU5aY6enG+iHQjoYybgc5IeRf961ZrNIjfT7SoDoGv9Tu8b6SZxPHAy4/qtS9MBNGa3sv703Y0snB/IreevY2uE5Dq1Nt1x4LLlJEYX7tWZ52GATIdU32FTmvq7DkT2zkWt29D/7rtPDC9Tni/LHUnJoKDO7gqfwCFTnvrqJRUh4to41pERZGOLBGgq6d+RFdP/prE/9Enr2odrcV6za5MrJul/Zdq1XHT15GWm+p0foJA90nn9fkdi5uuzlj58JGZXLcAAAAAAAAAAAAAAAAAAAAd7uRvoNEu+BiAf8td/A1USHwMfos/wG9p54Pz5+p/HkSL/k8ATvM3qBl/ec5F4DXv7I+7Ovd9OLlAoa/0QxjwN5Ayq49Bv53wMfjh3MXfgIg16786WYF1Hf0PDOqr/AokPgPDrYGPwYPxM/wN2Mt6e6h/UZfyiSIjfgX6PgPwMXg0foK/AQ8Oy/ztdVeZb0Rrcwmief0Q4GPwWPwAfwO2sIv872dG5Q8kLC3Fvkp9Y78CGfAxeDTu729ArUz+Ij0d8+XGpXIGKPcxkOkP+hWofAYGgY8BAD8a+Bh8B/A3+B3AxwAAAAAAAAAAAAAAgH/AdYbpXD4G8ENQ6MAPocsP8kOoa5/FxwB+CEod+CH0xO7sh9DJKZrLxwB+CGod+CE0/BA/BGVq3VQfg7l04IfQ2RV+CIY6+tfPP/U3MAV+CC3gh2CsM/H6mcvHAH4Iap2WHvwQapG7+iF0RoO5fAzgh6DWqbfDD2GQO/ghDDwwncXHAH4I8EP4jX4IAAAAAAAAgIfm/wXnUwwlTl4QAAAAAElFTkSuQmCC)

**Program 2**

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

typedef struct Node {

    int key;

    int value;

    struct Node\* next;

} Node;

typedef struct HashTable {

    int size;

    Node\*\* table;

} HashTable;

Node\* createNode(int key, int value) {

    Node\* newNode = (Node\*)malloc(sizeof(Node));

    newNode->key = key;

    newNode->value = value;

    newNode->next = NULL;

    return newNode;

}

HashTable\* createTable(int size) {

    HashTable\* newTable = (HashTable\*)malloc(sizeof(HashTable));

    newTable->size = size;

    newTable->table = (Node\*\*)malloc(sizeof(Node\*) \* size);

    for (int i = 0; i< size; i++) {

        newTable->table[i] = NULL;

    }

    return newTable;

}

int hashFunction(int key, int size) {

    return key % size;

}

void insert(HashTable\* hashTable, int key, int value) {

    int hashIndex = hashFunction(key, hashTable->size);

    Node\* newNode = createNode(key, value);

    newNode->next = hashTable->table[hashIndex];

    hashTable->table[hashIndex] = newNode;

}

int search(HashTable\* hashTable, int key) {

    int hashIndex = hashFunction(key, hashTable->size);

    Node\* current = hashTable->table[hashIndex];

    while (current != NULL) {

        if (current->key == key) {

            return current->value;

        }

        current = current->next;

    }

    return -1;

}

void delete(HashTable\* hashTable, int key) {

    int hashIndex = hashFunction(key, hashTable->size);

    Node\* current = hashTable->table[hashIndex];

    Node\* prev = NULL;

    while (current != NULL && current->key != key) {

        prev = current;

        current = current->next;

    }

    if (current == NULL) {

        return;

    }

    if (prev == NULL) {

        hashTable->table[hashIndex] = current->next;

    } else {

        prev->next = current->next;

    }

    free(current);

}

void freeTable(HashTable\* hashTable) {

    for (int i = 0; i<hashTable->size; i++) {

        Node\* current = hashTable->table[i];

        while (current != NULL) {

            Node\* temp = current;

            current = current->next;

            free(temp);

        }

    }

    free(hashTable->table);

    free(hashTable);

}

int main() {

    HashTable\* hashTable = createTable(10);

    insert(hashTable, 1, 10);

    insert(hashTable, 2, 20);

    insert(hashTable, 12, 30);

    printf("Value for key 1: %d\n", search(hashTable, 1));

    printf("Value for key 2: %d\n", search(hashTable, 2));

    printf("Value for key 12: %d\n", search(hashTable, 12));

    printf("Value for key 3: %d\n", search(hashTable, 3));

    delete(hashTable, 2);

    printf("Value for key 2 after deletion: %d\n", search(hashTable, 2));

    freeTable(hashTable);

    return 0;

}

**Output:**
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**Program 3**

#include <stdio.h>

#include <stdlib.h>

typedef struct Node {

    int key;

    int value;

    struct Node\* next;

} Node;

typedef struct HashTable {

    int size;

    int count;

    Node\*\* table;

} HashTable;

Node\* createNode(int key, int value) {

    Node\* newNode = (Node\*)malloc(sizeof(Node));

    newNode->key = key;

    newNode->value = value;

    newNode->next = NULL;

    return newNode;

}

HashTable\* createTable(int size) {

    HashTable\* newTable = (HashTable\*)malloc(sizeof(HashTable));

    newTable->size = size;

    newTable->count = 0;

    newTable->table = (Node\*\*)malloc(sizeof(Node\*) \* size);

    for (int i = 0; i< size; i++) {

        newTable->table[i] = NULL;

    }

    return newTable;

}

int hashFunction(int key, int size) {

    return key % size;

}

void insert(HashTable\* hashTable, int key, int value);

void rehash(HashTable\* hashTable) {

    int oldSize = hashTable->size;

    Node\*\* oldTable = hashTable->table;

    int newSize = oldSize \* 2;

    hashTable->table = (Node\*\*)malloc(sizeof(Node\*) \* newSize);

    hashTable->size = newSize;

    hashTable->count = 0;

    for (int i = 0; i<newSize; i++) {

        hashTable->table[i] = NULL;

    }

    for (int i = 0; i<oldSize; i++) {

        Node\* current = oldTable[i];

        while (current != NULL) {

            insert(hashTable, current->key, current->value);

            Node\* temp = current;

            current = current->next;

            free(temp);

        }

    }

    free(oldTable);

}

void insert(HashTable\* hashTable, int key, int value) {

    if ((float)hashTable->count / hashTable->size >= 0.75) {

        rehash(hashTable);

    }

    int hashIndex = hashFunction(key, hashTable->size);

    Node\* newNode = createNode(key, value);

    newNode->next = hashTable->table[hashIndex];

    hashTable->table[hashIndex] = newNode;

    hashTable->count++;

}

int search(HashTable\* hashTable, int key) {

    int hashIndex = hashFunction(key, hashTable->size);

    Node\* current = hashTable->table[hashIndex];

    while (current != NULL) {

        if (current->key == key) {

            return current->value;

        }

        current = current->next;

    }

    return -1;

}

void delete(HashTable\* hashTable, int key) {

    int hashIndex = hashFunction(key, hashTable->size);

    Node\* current = hashTable->table[hashIndex];

    Node\* prev = NULL;

    while (current != NULL && current->key != key) {

        prev = current;

        current = current->next;

    }

    if (current == NULL) {

        return;

    }

    if (prev == NULL) {

        hashTable->table[hashIndex] = current->next;

    } else {

        prev->next = current->next;

    }

    free(current);

    hashTable->count--;

}

void freeTable(HashTable\* hashTable) {

    for (int i = 0; i<hashTable->size; i++) {

        Node\* current = hashTable->table[i];

        while (current != NULL) {

            Node\* temp = current;

            current = current->next;

            free(temp);

        }

    }

    free(hashTable->table);

    free(hashTable);

}

int main() {

    HashTable\* hashTable = createTable(5);

    insert(hashTable, 1, 10);

    insert(hashTable, 2, 20);

    insert(hashTable, 3, 30);

    insert(hashTable, 4, 40);

    insert(hashTable, 5, 50);

    insert(hashTable, 6, 60);

    printf("Value for key 1: %d\n", search(hashTable, 1));

    printf("Value for key 2: %d\n", search(hashTable, 2));

    printf("Value for key 3: %d\n", search(hashTable, 3));

    printf("Value for key 4: %d\n", search(hashTable, 4));

    printf("Value for key 5: %d\n", search(hashTable, 5));

    printf("Value for key 6: %d\n", search(hashTable, 6));

    delete(hashTable, 3);

    printf("Value for key 3 after deletion: %d\n", search(hashTable, 3));

    freeTable(hashTable);

    return 0;

}

**Output:**
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